What is Java?

Java is a high-level programming language originally developed by Sun Microsystems and released in 1995. Java runs on a variety of platforms, such as Windows, Mac OS, and the various versions of UNIX.

The latest release of the Java Standard Edition is Java SE 8. With the advancement of Java and its widespread popularity, multiple configurations were built to suite various types of platforms. Ex: J2EE for Enterprise Applications, J2ME for Mobile Applications.

The new J2 versions were renamed as Java SE, Java EE and Java ME respectively. Java is guaranteed to be **Write Once, Run Anywhere.**

Java is:

* **Object Oriented:** In Java, everything is an Object. Java can be easily extended since it is based on the Object model.
* **Platform independent:** Unlike many other programming languages including C and C++, when Java is compiled, it is not compiled into platform specific machine, rather into platform independent byte code. This byte code is distributed over the web and interpreted by virtual Machine (JVM) on whichever platform it is being run.
* **Simple:** Java is designed to bke easy to learn. If you understand the basic concept of OOP Java would be easy to master.
* **Secure:** With Java's secure feature it enables to develop virus-free, tamper-free systems. Authentication techniques are based on public-key encryption.
* **Architectural-neutral:** Java compiler generates an architecture-neutral object file format which makes the compiled code to be executable on many processors, with the presence of Java runtime system.
* **Portable:** Being architectural-neutral and having no implementation dependent aspects of the specification makes Java portable. Compiler in Java is written in ANSI C with a clean portability boundary which is a POSIX subset.
* **Robust:** Java makes an effort to eliminate error prone situations by emphasizing mainly on compile time error checking and runtime checking.
* **Multithreaded:** With Java's multithreaded feature it is possible to write programs that can do many tasks simultaneously. This design feature allows developers to construct smoothly running interactive applications.
* **Interpreted:** Java byte code is translated on the fly to native machine instructions and is not stored anywhere. The development process is more rapid and analytical since the linking is an incremental and light weight process.
* **High Performance:** With the use of Just-In-Time compilers, Java enables high performance.
* **Distributed:** Java is designed for the distributed environment of the internet.
* **Dynamic:** Java is considered to be more dynamic than C or C++ since it is designed to adapt to an evolving environment. Java programs can carry extensive amount of run-time information that can be used to verify and resolve accesses to objects on run-time.

History of Java:

James Gosling initiated the Java language project in June 1991 for use in one of his many set-top box projects. The language, initially called **Oak** after an oak tree that stood outside Gosling's office, also went by the name Green and ended up later being renamed as **Java**, from a list of random words.

**Sun** released the first public implementation as Java 1.0 in **1995**. It promised **Write Once, Run Anywhere**(WORA), providing no-cost run-times on popular platforms.

On 13 November 2006, Sun released much of Java as free and open source software under the terms of the GNU General Public License (GPL).

On 8 May 2007, Sun finished the process, making all of Java's core code free and open-source, aside from a small portion of code to which Sun did not hold the copyright.

# Process flow of execution

In the Java programming language, all source code is first written in plain text files ending with the .java extension.

Those source files are then compiled into .class files by the javac compiler. A .class file does not contain code that is native to your processor; it instead contains *bytecodes* — the machine language of the Java Virtual Machine[1](https://docs.oracle.com/javase/tutorial/getStarted/intro/definition.html#FOOT) (Java VM). The java launcher tool then runs your application with an instance of the Java Virtual Machine.
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An overview of the software development process.

Because the Java VM is available on many different operating systems, the same .class files are capable of running on Microsoft Windows, the Solaris™ Operating System (Solaris OS), Linux, or Mac OS
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Through the Java VM, the same application is capable of running on multiple platforms.

What is JVM?

JVM stands for ***Java Virtual Machine***. It is an abstract computing machine that is **responsible for executing Java programs**. When you write a Java program, the source code is compiled into byte code which is understandable by the JVM. Upon execution, the JVM translates byte code into machine code of the target operating system.

The JVM is the cornerstone of the Java programming language. It is responsible for the very well-known feature of Java: cross-platform. That means you can write a Java program once and run it anywhere: Windows, Linux, Mac and Solaris, as long as JRE is installed on the host operating system.

Every time you run a Java program, the JVM is started to execute and manage the program’s execution. The JVM is running in two modes: client (default) and server.

***An Oracle’s implementation for JVM is called Java HotSpot VM***

What is JRE?

JRE stands for ***Java Runtime Environment***. It provides the **libraries**, JVM and other components necessary for you to run applets and applications written in the Java programming language.

The JRE contains standard tools such as java, keytool, policytoo, but it doesn’t contain compilers or debuggers for developing applets and applications.

When you deploy your Java applications on client’s computer, the client needs a JRE to be installed.

What is JDK?

JDK stands for ***Java Development Kit***. It’s a superset of JRE. The JDK includes the JRE plus command-line development tools such as compilers (javac) and debuggers (jdb) and others (jar, javadoc, etc) that are necessary or useful for developing applets and applications.

Therefore, as a Java programmer, you have to install JDK as a minimum requirement for theh development environment.

Summary:

* **JVM** = JVM is the Virtual Machine that runs Java applications. The JVM makes Java platform independence
* **JRE** = JVM + standard libraries: provides environment for executing Java applications ▪ **JDK** = JRE + development tools for compiling and debugging Java applications

Tips:

* You should have both JRE and JDK installations (setup) on your computer. You will need both during the development process.
* You should have multiple versions of JDK and JRE installed: 1.5, 1.6, 1.7 and 1.8 for different testing purposes in the future.
* You should install both 32-bit and 64-bit versions.
* When installing the JDK, remember to check ‘Install Demos and Samples’. Then you can explore various interesting examples in the **demo** directory under JDK’s installation path.
* Only the JDK includes source code of the Java runtime libraries. You can discover the source code in the **src.zip** file which can be found under JDK’s installation directory.

First Java Program:

public class MyFirstJavaProgram {

/\* This is my first java program.

\* This will print 'Hello World' as the output

\*/

public static void main(String []args) {

System.out.println("Hello World"); // prints Hello World

}

}

Let's look at how to save the file, compile and run the program. Please follow the steps given below:

1. Open notepad and add the code as above.
2. Save the file as: MyFirstJavaProgram.java.
3. Open a command prompt window and go to the directory where you saved the class. Assume it's C:\.
4. Type ' javac MyFirstJavaProgram.java' and press enter to compile your code. If there are no errors in your code, the command prompt will take you to the next line (Assumption : The path variable is set).
5. Now, type ' java MyFirstJavaProgram ' to run your program.
6. You will be able to see ' Hello World ' printed on the window.

C:\> javac MyFirstJavaProgram.java

C:\> java MyFirstJavaProgram

Hello World

Basic Syntax:

About Java programs, it is very important to keep in mind the following points.

* **Case Sensitivity -** Java is case sensitive, which means identifier **Hello** and **hello** would have different meaning in Java.
* **Class Names -** For all class names the first letter should be in Upper Case.

If several words are used to form a name of the class, each inner word's first letter should be in Upper Case. Example *class MyFirstJavaClass*

* **Method Names -** All method names should start with a Lower Case letter.

If several words are used to form the name of the method, then each inner word's first letter should be in Upper Case.

Example *public void myMethodName()*

* **Program File Name -** Name of the program file should exactly match the class name. When saving the file, you should save it using the class name (Remember Java is case sensitive) and append '.java' to the end of the name (if the file name and the class name do not match your program will not compile). Example: Assume 'MyFirstJavaProgram' is the class name. Then the file should be saved as *'MyFirstJavaProgram.java'*
* **public static void main(String args[]) -** Java program processing starts from the main() method which is a mandatory part of every Java program.

Java Identifiers:

All Java components require names. Names used for classes, variables and methods are called identifiers.

In Java, there are several points to remember about identifiers. They are as follows:

* All identifiers should begin with a letter (A to Z or a to z), currency character ($) or an underscore (\_).
* After the first character identifiers, can have any combination of characters.
* A keyword cannot be used as an identifier.
* Most importantly identifiers are case sensitive.
* Examples of legal identifiers: age, $salary, \_value, \_\_1\_value
* Examples of illegal identifiers: 123abc, -salary

Java Keywords:

The following list shows the reserved words in Java. These reserved words may not be used as constant or variable or any other identifier names.

|  |  |  |  |
| --- | --- | --- | --- |
| abstract | Assert | boolean | break |
| byte | case | catch | char |
| class | const | continue | default |
| do | double | else | enum |
| extends | Final | finally | float |
| for | Goto | if | implements |
| import | instanceof | int | interface |
| long | native | new | package |
| private | protected | public | return |
| short | Static | strictfp | super |
| switch | synchronized | this | throw |
| throws | transient | try | void |
| volatile | While |  |  |

# Comments in Java

Java supports single-line and multi-line comments very similar to c and c++. All characters available inside any comment are ignored by Java compiler.

public class MyFirstJavaProgram{

/\* This is my first java program.

\* This will print 'Hello World' as the output \* This is an example of multi-line comments. \*/

public static void main(String []args){

// This is an example of single line comment

/\* This is also an

example of single line comment. \*/

System.out.println("Hello World");

}

}

# Datatypes

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals, or characters in these variables.

There are two data types available in Java:

* Primitive Data Types
* Reference/Object Data Types

Primitive Data Types:

There are eight primitive data types supported by Java. Primitive data types are predefined by the language and named by a keyword. Let us now look into detail about the eight primitive data types.

The Java language has 8 primitive types: **boolean**, **byte**, **char**,**double**, **float**, **int**, **long**, and **short**.

A **boolean** type represents either *true* or *false* value.

A **char** type represents a single character, such as 'a', 'B', 'c', ...Actually char type is 16-bit integer number (un-signed).

The others are numeric types. The following table lists the primitive types which represent numbers in the Java language (the char type is also included because it is actually a number type):

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Type** | **Bits** | **Bytes** | **Minimum value** | **Maximum value** |
| ***Integer numbers*** | **byte** | 8 | 1 | **-128** (-27) | **127** (27-1) |
| **char** | 16 | 2 | **0** | **65,535** |
| **short** | 16 | 2 | **-32,768** (-215) | **32,767** (215-1) |
| **int** | 32 | 4 | **-2,147,483,648** (-231) | **2,147,483,647** (231-1) |
| **long** | 64 | 8 | approx. -9,2 billions of billion (-  263) | approx. 9,2 billions of billion (-2631) |
| ***Floating point***  ***numbers*** | **float** | 32 | 4 | N/A | N/A |
| **Double** | 64 | 8 | N/A | N/A |

Reference Data Types:

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy etc.
* Class objects, and various type of array variables come under reference data type.
* Default value of any reference variable is null.
* A reference variable can be used to refer to any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

# Variable Types

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. The basic form of a variable declaration is shown here:

data type variable [ = value][, variable [= value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java: int a, b, c; // Declares three ints, a, b, and c.

int a = 10, b = 10; // Example of initialization byte B = 22; // initializes a byte type variable B. double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java:

1. Local variables
2. Instance variables
3. Class/static variables

Local variables:

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables so local variables should be declared and an initial value should be assigned before the first use.

Example:

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to this method only.

public class Test{ public void pupAge(){ int age = 0; age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]){ Test test = new Test(); test.pupAge();

} }

|  |
| --- |
| **Local Variable Demo 1** |
| public class LocalVarDemo\_2  {  public static void main(String[] args) { |
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|  |  |
| --- | --- |
| }  } | int age=21; //local variables  System.out.println("\n\t Value of age = " + age); |

|  |
| --- |
| **Local Variable Demo 2** |
| public class LocalVarDemo\_3  {  public static void main(String[] args)  {  char ch; float avg; String str;    ch = 'A'; avg = 45.67f;  str = "Welcome";    System.out.println("\n\t Value of ch = " + ch);  System.out.println("\n\t Value of avg = " + avg); System.out.println("\n\t Value of str = " + str); }  } |
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|  |
| --- |
| **Local Variable Demo 3** |
| public class LocalVarDemo\_4  {  static void showvalue()  {  int age = 32; //local variable  System.out.println("\n\t Value of age = " + age);  }  public static void main(String[] args)  {  showvalue();  }  } |
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Instance variables:

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers the default value is 0, for Booleans it is false and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However within static methods and different class ( when instance variables are given accessibility) should be called using the fully qualified name . *ObjectReference.VariableName*.

Example:

import java.io.\*;

public class Employee{

// this instance variable is visible for any child class. public String name;

// salary variable is visible in Employee class only. private double salary;

// The name variable is assigned in the constructor. public Employee (String empName){ name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal){ salary = empSal;

}

// This method prints the employee details. public void printEmp(){

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]){ Employee empOne = new Employee("Ransika"); empOne.setSalary(1000); empOne.printEmp();

} }

|  |
| --- |
| **Instance Variable Class Student** |
| class Student  {  public int roll; // instance varialbe  String name; // data members / fields    public void showStud()  {  System.out.println("\n\t Roll No :" + roll);  System.out.println("\n\t Name :" + name);  }  }  public class InstanceVarDemo\_5  {  public static void main(String[] args)  {  Student stud = new Student();  stud.roll = 101; stud.name = "Chetan";  stud.showStud();  }  } |
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|  |
| --- |
| **Instance Variable Default Values** |
| class Demo  {  int i; byte b; |
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|  |
| --- |
| String str; boolean bl;  }  public class InstanceVarDemo\_6  {  public static void main(String[] args)  {  Demo d1 = new Demo();  System.out.println("Default value of int i = " + d1.i);  System.out.println("Default value of byte b = " + d1.b);  System.out.println("Default value of String str = " + d1.str); System.out.println("Default value of boolean bl = " + d1.bl); }  } |

|  |
| --- |
| **Class marketing dept** |
| class MktDept  { int empid; int sal;    static String deptName;  }  public class StaticVarDemo\_7  {  public static void main(String[] args)  {  //MktDept m1 = new MktDept();  //m1.empid = 101;    MktDept.deptName = "Marketing Department";  System.out.println("\n\t Dept name = " + MktDept.deptName);  }  } |
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# Assignment

|  |
| --- |
| **Class Product** |
|  |
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Class/static variables:

* Class variables also known as static variables are declared with the ***static*** keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final and static. Constant variables never change from their initial value.
* Static variables are stored in static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally, values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name*ClassName.VariableName*.
* When declaring class variables as public static final, then variables names (constants) are all in upper case. If the static variables are not public and final the naming syntax is the same as instance and local variables.

Example:

public class Employee{

// salary variable is a private static variable private static double salary; // DEPARTMENT is a constant public static final String DEPARTMENT = "Development "; public static void main(String args[]){ salary = 1000;

System.out.println(DEPARTMENT + "average salary:" + salary);

}

}

**Note:** If the variables are access from an outside class the constant should be accessed as Employee.DEPARTMENT

# Java Modifier

* Modifiers are keywords that you add to those definitions to change their meanings.
* The Java language has a wide variety of modifiers, including the following: o Java Access Modifiers o Non Access Modifiers

# Java Access Modifiers

Default Access Modifier

* Default access modifier means we do not explicitly declare an access modifier for a class, field, method, etc.
* A variable or method declared without any access control modifier is available to any other class in the same package. The fields in an interface are implicitly public static final and the methods in an interface are by default

public.

|  |
| --- |
| **Class Student** |
| class Student  {  int sid; //default members  String sname;    void showStud()  {  System.out.println("\n\t Roll No :" + sid);  System.out.println("\n\t Name :" + sname);  } }  public class DefaultAccessDemo\_9  {  public static void main(String[] args)  {  Student s1 = new Student();  s1.sid = 101; |
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|  |  |  |
| --- | --- | --- |
|  |  | s1.sname = "Prakash"; s1.showStud(); |
| } | } |  |

## Public Access Modifier

* A class, method, constructor, interface etc declared public can be accessed from any other class.
* Therefore fields, methods, blocks declared inside a public class can be accessed from any class belonging to the Java Universe.

|  |
| --- |
| **Class Employee** |
| class Employee  { public int empid; public String ename;    private void showEmp()  {  System.out.println("\n\t Empid :" + empid);  System.out.println("\n\t Emp Name :" + ename); }  }  public class PublicModifierDemo  {  public static void main(String[] args)  {  Employee e1 = new Employee();  e1.empid = 101; e1.ename = "Sneha";  e1.showEmp();  }  } |
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Private Access Modifier

* Methods, Variables and Constructors that are declared private can only be accessed within the declared class

itself

* Variables that are declared private can be accessed outside the class if public getter methods are present in the class.

Protected Access Modifier

* Variables, methods and constructors which are declared protected in a superclass can be accessed only by the subclasses in other package or any class within the package of the protected members' class.

# Java Non Access Modifiers

Static Variables:

* The static key word is used to create variables that will exist independently of any instances created for the class.
* Only one copy of the static variable exists regardless of the number of instances of the class

|  |
| --- |
| **Static Variable Demo** |
| class Demo  {  int x, y; static int count; |

🞆 Static variables are also known as class variables. Local variables cannot be declared static **Program N0. 11**

|  |
| --- |
| void setxy()  {  X = 1; Y = 1; count++;  } }  public class StaticDemo1  {  public static void main(String[] args)  {  System.out.println(“\n\t No. of Objects = “ +  Demo.count);    Demo d1 = new Demo(); d1.setxy();    Demo d2 = new Demo(); d2.setxy();    System.out.println(“\n\t No. of Objects = “ +  Demo.count);  }  } |

Static Methods

* The static key word is used to create methods that will exist independently of any instances created for the class
* Static methods do not use any instance variables of any object of the class they are defined in. Static methods take all the data from parameters and compute something from those parameters, with no reference to variables
* Class variables and methods can be accessed using the class name followed by a dot and the name of the variable or method

|  |
| --- |
| **Class Product (Static data members and static methods)** |
| class Product  { int pid, price, qty; static double taxRate;    static void setTax()  {  pid = 101;  taxRate = 5.00;  }  static double getTax()  {  return taxRate;  } }  public class StaticDemo2  {  public static void main(String[] args)  {  Product.setTax();  System.out.println("Tax = " + Product.getTax());  }  } |
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# Final Modifier

Final Variables

* A final variable can be explicitly initialized only once.
* A reference variable declared final can never be reassigned to refer to a different object
* However the data within the object can be changed. So the state of the object can be changed but not the reference

|  |
| --- |
| **Class Circle** |
| class Circle  {  double rad;  final double PI=3.14;    void setRadius(double r)  {  rad = r;  }  double getArea()  {  return PI\*rad\*rad;  }  }  public class FinalVarDemo1\_13  {  public static void main(String[] args)  {  Circle cir1 = new Circle(); cir1.setRadius(4.30);  System.out.println("\n\t Area of cir1 = " + cir1.getArea());    }  } |
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|  |
| --- |
| **Final Object** |
| public class FinalVarDemo\_14  {  public static void main(String[] args)  {  String str1 = "Welcome";    System.out.println("\n\t str1 = " + str1);    final String str2 = "Hello World";    System.out.println("\n\t str2 = " + str2);    str1 = "Welcome to Java";  System.out.println("\n\t str1 = " + str1);    str2 = "This is New String";  System.out.println("\n\t str2 = " + str2);  }  } |
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## Final Methods

* A final method cannot be overridden by any subclasses. As mentioned previously the final modifier prevents a method from being modified in a subclass
* The main intention of making a method final would be that the content of the method should not be changed by any outsider

## Final Classes

▪ The main purpose of using a class being declared as final is to prevent the class from being sub classed ▪ If a class is marked as final then no class can inherit any feature from the final class

# Scanner Class

* Scanner class is defined in **java.util** package, it used to perform input operations
* The Scanner class breaks the input into tokens using a delimiter which is whitespace by default ▪ It provides many methods to read and parse various primitive values Commonly used methods of Scanner class:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **pubic String next()** | Returns the next token from the scanner |
| **public String nextLine()** | Moves the scanner position to the next line and returns the value as a string. |
| **public byte nextByte()** | Scans the next token as a byte |
| **public short nextShort()** | Scans the next token as a short value |
| **public int nextInt()** | Scans the next token as an int value |
| **public long nextLong()** | Scans the next token as a long value |
| **public float nextFloat()** | Scans the next token as a float value |
| **public double nextDouble()** | Scans the next token as a double value |

|  |
| --- |
| **Input Age using Scanner Class** |
| import java.util.Scanner; public class ScannerDemo1\_15  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);    int age;    System.out.print("\n\t Enter your Age :");  age = scan.nextInt();    System.out.println("\n\t Your Age :" + age); }  } |
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|  |
| --- |
| **Input average marks, name, character using scanner class** |
| import java.util.Scanner; public class ScannerDemo2\_16  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in); |
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|  |  |
| --- | --- |
| }  } | float avg; char ch; String sname;  System.out.print("\n\t Enter Average Marks :"); avg = scan.nextFloat();  System.out.print("\n\t Enter Any Character :"); ch = scan.next().charAt(0);  System.out.print("\n\t Enter Your Name :"); sname = scan.next();  System.out.println("\n\t Average Marks :" + avg);  System.out.println("\n\t Character :" + ch);  System.out.println("\n\t Name :" + sname); |

# Assignment

**Program N0. 17:** Sum of two numbers

**Program N0. 18:** Input roll no, name marks of 3 subjects and calculate total marks, Average marks of a student **Program N0. 19:** Input radius of a circle and calculate area and circumference

# Command Line Arguments

* A Java application can accept any number of arguments from the command line. This allows the user to specify configuration information when the application is launched.
* The user enters command-line arguments when invoking the application and specifies them after the name of the class to be run.
* For example, suppose a Java application called Sort sorts lines in a file. To sort the data in a file named friends.txt, a user would enter: **java Sort friends.txt**
* When an application is launched, the runtime system passes the command-line arguments to the application's main method via an array of Strings

|  |
| --- |
| **Command line arguments display length of arguments** |
| public class CmdLIneArgsDemo1  {  public static void main(String[] a)  {  System.out.println("\n\t No. of arguments :" + a.length); }  } |
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|  |
| --- |
| **Command line arguments – pass two arguments and display the same** |
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public class CmdLIneArgsDemo2

{

public static void main(String[] a)

{

System.out.println("\n\t No. of arguments :" + a.length);

System.out.println("\n\t 1st Argument :" + a[0]);

System.out.println("\n\t 2nd Argument :" + a[1]);

} }

|  |
| --- |
| **Command line arguments – display all arguments using loop** |
| public class CmdLIneArgsDemo3  {  public static void main(String[] a)  {  System.out.println("\n\t No. of arguments :" + a.length);    for(int i=0; i<a.length; i++)  {  System.out.println("\n\t a["+i+"]:" + a[i]);  }  }  } |

**Program N0.**

**22**

▪ If an application needs to support a numeric command-line argument, it must convert a String argument that represents a number, such as "34", to a numeric value.

|  |
| --- |
| **Parsing Numeric Command-Line Arguments** |
| public class CmdLIneArgsDemo4  {  public static void main(String[] args)  {  int n1, n2;  n1 = Integer.parseInt(args[0]); n2 = Integer.parseInt(args[1]);    int sum = n1+n2;    System.out.println("\n\t n1 = " + n1);  System.out.println("\n\t n2 = " + n2);  System.out.println("\n\t sum = " + sum);  }  } |
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# Decision Making Statements

* The program executes instructions sequentially. Sometimes, a program requires checking of certain conditions in program execution
* Java provides various conditional statements to check condition and execute statements according conditional

criteria

* Followings are the different conditional statements used in Java
* If Statement
* If-Else Statement
* Nested If-Else Statement
* Switch Case

## The if Statement

* An if statement consists of a Boolean expression followed by one or more statements
* If the Boolean expression evaluates to true then the block of code inside the if statement will be executed. If not the first set of code after the end of the if statement (after the closing curly brace) will be executed. **The syntax of an if statement is:**

if(Boolean\_expression)

{

//Statements will execute if the Boolean expression is true

}

|  |
| --- |
| **Input two numbers and display the max** |
| import java.util.Scanner; public class IfDemo1  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);  int a, b;    System.out.print("\n\t Enter a :");   1. = scan.nextInt();     System.out.print("\n\t Enter b :");   1. = scan.nextInt();     if(a>b)  System.out.println("\n\t a is Max");    if(b>a)  System.out.println("\n\t b is Max");  }  } |
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|  |
| --- |
| **Input Average marks and display the result pass if avg is greater than or equal to 35, otherwise result is fail** |
| import java.util.Scanner; public class IfDemo2  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);  float avg;    System.out.print("\n\t Enter Average Marks :");  avg = scan.nextFloat();    if(avg>=35)  {  System.out.println("\n\t You Are Pass");  }  else  {  System.out.println("\n\t You Are Fail");  }  }  } |
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|  |
| --- |
| **Input a number and display whether it is positive, negative or zero** |
| import java.util.Scanner; public class IfDemo3  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);  int no;    System.out.print("\n\t Enter a no. :");  no = scan.nextInt();    if(no>0)  System.out.println("\n\t number is Positive"); else if(no==0)  System.out.println("\n\t number is Zero");  else  System.out.println("\n\t number is Negative");  }  } |

**Program**
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|  |
| --- |
| **Input Average marks and display the appropriate grades** |
| import java.util.Scanner; public class IFDemo4\_27  {  public static void main(String[] args)  {  Scanner sc = new Scanner(System.in);  float avg;    System.out.print("\n\t Enter average marks :");  avg = sc.nextFloat();    if(avg>=75)  System.out.println("\n\t Distinction"); else if(avg>=60)  System.out.println("\n\t First Class"); else if(avg>=45)  System.out.println("\n\t Second Class");  else if(avg>=35)  System.out.println("\n\t Pass");  else  System.out.println("\n\t Fail");  }  } |
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### **N0. 27**

|  |
| --- |
| **Input gender and age of an employee. An employee is eligible for insurance in following conditions**   1. **Employee is male and age is greater than 30** 2. **Employee is Female and age is greater that 25** |
| import java.util.Scanner; public class IFDemo5\_28 {  public static void main(String[] args){  Scanner sc = new Scanner(System.in);  String gender;  int age;    System.out.print("\n\t Enter Gender :");  gender = sc.next();    System.out.print("\n\t Enter Age :");  age = sc.nextInt();    if(gender.toLowerCase().equals("male"))  { |
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### **N0. 28**

if(age>=30)

System.out.println("\n\t Employee is Eligible for

Insurance");

else

System.out.println("\n\t Not Eligible");

}

else if(gender.equalsIgnoreCase("female"))

{

if(age>=25)

System.out.println("\n\t Employee is Eligible for

Insurance");

else

System.out.println("\n\t Not Eligible");

}

else

{

System.out.println("\n\t Wrong input");

}

}

}

# Assignments

**Input price and qty, calculate bill amount with discount of 5.00% if price is greater than or equal**

**Program N0. 29** **to 50**

**Program N0. 30** **Input a number and display whether it is Odd or Even**

**Program N0. 31** **Input an alphabet and check whether it is vowel or consonant**

# Logical Operators

Logical AND (&&)

* This operator is used to evaluate 2 or more conditions or expressions with relational operators simultaneously. If all expressions to the left and right of the logical expression are TRUE then the whole compound expression is TRUE

|  |
| --- |
| **Input three numbers and display max** |
| import java.util.Scanner;    public class IFDemo5\_28  {  public static void main(String[] args)  {  Scanner sc = new Scanner(System.in);    int a, b, c;    System.out.print("\n\t Enter a :");   1. = sc.nextInt();     System.out.print("\n\t Enter b :");   1. = sc.nextInt();     System.out.print("\n\t Enter c :");   1. = sc.nextInt();     if(a>b && a>c)  {  System.out.println("\n\t a is max");  }  else if(b>a && b>c) |

**Program**
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|  |  |  |
| --- | --- | --- |
|  |  | {  System.out.println("\n\t b is max");  } else  {  System.out.println("\n\t c is max"); } |
| } | } |  |

Logical OR(||)

* This operator is used to evaluate or combine 2 or more expressions or conditions, and evaluates to TRUE if any one of all the expressions is true

|  |
| --- |
| **Input any alphabet and display whether it is a vowel or a consonant** |
| import java.util.Scanner;    public class IfDemo7  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);  char ch;  System.out.print("\n\t Enter any alphabet :");  ch = scan.next().charAt(0);    if(ch=='a' || ch=='e' || ch=='i' || ch=='o' || ch=='u') System.out.println("\n\t It is a Vowel");  else  System.out.println("\n\t It is Consonant");  }  } |
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# Switch Statement

* The Switch Case Statement is used to make a decision from the number of choices
* The expression following the keyword switch is any C expression that evaluates an integer or a char value
* First, the expression following the keyword switch is evaluated. The value is then matched, one by one, against the constant values that follow the case statements. When a match is found, the program executes the statements following that case, and all subsequent case and default statements as well.
* If no match is found with any of the case statements, only the statements following the default are executed. A few examples will show how this control structure works.
* Expressions can also be used in cases provided they are constant expressions. Thus **case 3 + 7** is correct, however, **case a + b** is incorrect
* The **break** statement when used in a **switch** takes the control outside the **switch**. However, use of **continue** will not take the control to the beginning of **switch** as one is likely to believe

|  |
| --- |
| **Switch Demo** |
| public class SwitchDemo1 {  public static void main(String[] args) {  int no; no = 2;  switch(no)  {  case 1:  System.out.println("\n\t It is Number 1"); |
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|  |
| --- |
| break; case 2:  System.out.println("\n\t It is Number 2");  break; default:  System.out.println("Invalid");  }  }  } |
| **Addition..Multiplication.. Menu Program** |
| import java.util.Scanner; public class SwitchDemo2 { public static void main(String[] args) { Scanner scan = new Scanner(System.in); int num1, num2, ans,choice;  System.out.print("\n\t Enter Num1 :"); num1 = scan.nextInt();  System.out.print("\n\t Enter Num2 :");  num2 = scan.nextInt();  System.out.println("\n\t\t1. Addition \n\t\t 2. Subtraction  \n\t\t 3. Multiplication \n\t\t 4. Division"); System.out.print("\n\t Enter a choice : ");  choice = scan.nextInt(); switch(choice)  {  case 1:  ans = num1+num2;  System.out.println("\n\t Addition = " + ans);  break; case 2:  ans = num1-num2;  System.out.println("\n\t Subtraction = " + ans);  break; case 3:  ans = num1\*num2;  System.out.println("\n\t Multiplication = " + ans);  break; case 4:  ans = num1/num2;  System.out.println("\n\t Division = " + ans);  break; default:  System.out.println("\n\t Wrong Input");  }  }  } |
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|  |
| --- |
| **Pizza Order** |
| import java.util.Scanner; public class SwitchDemo3 {  public static void main(String[] args) { Scanner scan = new Scanner(System.in);  char pizzasize; |
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|  |  |  |
| --- | --- | --- |
|  |  | System.out.println("\n\t Enter Pizza Size[s/m/l]:"); pizzasize = scan.next().charAt(0);    switch(pizzasize)  { case 's':  System.out.println("\n\t Pizza size : Small");  break; case 'm':  System.out.println("\n\t Pizza size : Medium");  break; case 'l':  System.out.println("\n\t Pizza size : Large");  break; default:  System.out.println("\n\t Invalid Input"); } |
| } | } |  |

# Assignments

|  |  |  |
| --- | --- | --- |
| **Program No. 37** | If cost price and selling price of an item is input through the keyboard, write a program to determine whether the seller has made profit or incurred loss. Also determine how much profit he made or loss he incurred. | |
| **Program No. 38** | Any year is input through the keyboard. Write a program to determine whether the year is a leap year or not. (Hint: Use the % (modulus) | |
| **Program No. 39** | Write a program to check whether a triangle is valid or not, when the three angles of the triangle are entered through the keyboard. A triangle is valid if the sum of all the three angles is equal to 180 degrees | |
| **Program No. 40** | A certain grade of steel is graded according to the following conditions:   1. Hardness must be greater than 50 2. Carbon content must be less than 0.7 (iii) Tensile strength must be greater than 5600 The grades are as follows:   Grade is 10 if all three conditions are met  Grade is 9 if conditions (i) and (ii) are met  Grade is 8 if conditions (ii) and (iii) are met  Grade is 7 if conditions (i) and (iii) are met  Grade is 6 if only one condition is met  Grade is 5 if none of the conditions are met  Write a program, which will require the user to give values of hardness, carbon content and tensile strength of the steel under consideration and output the grade of the steel | |
| **Program No. 41** | A library charges a fine for every book returned late. For first 5 days the fine is 50 paise, for 6-10 days fine is one rupee and above 10 days fine is 5 rupees. If you return the book after 30 days your membership will be cancelled. Write a program to accept the number of days the member is late to return the book and display the fine or the appropriate message. | |
| **Program No. 42** | The policy followed by a company to process customer orders is given by the following rules:   1. If a customer order is less than or equal to that in stock and has credit is OK, supply has requirement. 2. If has credit is not OK do not supply. Send him intimation. | |
|  | c. | If has credit is Ok but the item in stock is less than has order, supply what is in stock.  Intimate to him data the balance will be shipped.  Write a C program to implement the company policy. |

# Java Loops

* There may be a situation when we need to execute a block of code several number of times, and is often referred to as a loop.
* Java has very flexible three looping mechanisms. You can use one of the following three loops:
  + while Loop
  + do...while Loop
  + for Loop
  + As of Java 5, the enhanced for loop was introduced. This is mainly used for Arrays.

# The while Loop

|  |
| --- |
| **Syntax:**  **while(Boolean\_expression)**  **{**  **//Statements**  **}** |

* A while loop is a control structure that allows you to repeat a task a certain number of times.
* When executing, if the boolean\_expression result is true, then the actions inside the loop will be executed. This will continue as long as the expression result is true.
* Here, key point of the while loop is that the loop might not ever run. When the expression is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

|  |
| --- |
| **Print helloworld 5 times** |
| public class WhileLoopDemo1 {  public static void main(String[] args) {  int i;    i = 1;  while(i<=5)  {  System.out.println("\n\t Hello World"); i++;  }  }  } |
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|  |
| --- |
| **Input 10 Number using While loop** |
| import java.util.Scanner; public class WhileDemo\_44  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);    int no, i; i = 1;  while(i<=10)  { |
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|  |  |  |  |
| --- | --- | --- | --- |
|  |  | } | System.out.print("\n\t Enter no :"); no = scan.nextInt(); i++; |
| } | } |  |  |

|  |
| --- |
| **Input 10 numbers and display count of positive, negative, zeros** |
| import java.util.Scanner; public class WhileDemo\_45  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in); int no, i, pos=0, neg=0, zero=0;  i = 1;    while(i<=10)  {    System.out.print("\n\t Enter no :");  no = scan.nextInt();  if(no>0)  pos++;  else if(no==0)  zero++; else neg++;  i++;  }  System.out.println("\n\t Total Positives :" + pos);  System.out.println("\n\t Total Negatives :" + neg);  System.out.println("\n\t Total Zeros :" + zero);  }  } |
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# do...while Loop

* A do...while loop is similar to a while loop, except that a do...while loop is guaranteed to execute at least one time
* Notice that the Boolean expression appears at the end of the loop, so the statements in the loop execute once before the Boolean is tested.

|  |
| --- |
| **Syntax:**  **Do**  **{**  **//Statements**  **} while(Boolean\_expression);** |

* If the Boolean expression is true, the flow of control jumps back up to do, and the statements in the loop execute again. This process repeats until the Boolean expression is false.

▪

|  |
| --- |
| **Do..while demo** |
| public class DoWhileLoopDemo1  { public static void main(String[] args) { int i = 10;    do  {  System.out.println("Value of i = " + i); |
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|  |  |  |
| --- | --- | --- |
|  |  | i++;  }while(i<=5); |
| } | } |  |

7

|  |
| --- |
| **Input Record of Student until user enters “stop”** |
| import java.util.Scanner;    public class WhileDemo\_47  {  public static void main(String[] args)  {  Scanner scan = new Scanner(System.in);  int roll;  choice;    do  {  System.out.print("\n\n\t Enter Roll No. :");  roll = scan.nextInt();    System.out.print("\n\n\t Enter Name :");  name = scan.next();    System.out.print("\n\n\t Next Record? [ok=Next |stop = Cancel] :" );  choice = scan.next();    }while(!choice.equalsIgnoreCase("stop"));  }  } |
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# For loop

|  |
| --- |
| **Syntax**: for(initialization; Boolean\_expression; update)  {  //Statements } |

* A for loop is a repetition control structure that allows you to efficiently write a loop that needs to execute a specific number of times.
* A for loop is useful when you know how many times a task is to be repeated.
* The initialization step is executed first, and only once. This step allows you to declare and initialize any loop control variables. You are not required to put a statement here, as long as a semicolon appears.
* Next, the Boolean expression is evaluated. If it is true, the body of the loop is executed. If it is false, the body of the loop does not execute and flow of control jumps to the next statement past the for loop.
* After the body of the for loop executes, the flow of control jumps back up to the update statement. This statement allows you to update any loop control variables. This statement can be left blank, as long as a semicolon appears after the Boolean expression.

|  |
| --- |
| **For Loop Demo** |
| public class ForDemo\_48  {  public static void main(String[] args)  {  for(int i=0; i<5; i++)  { |

* The Boolean expression is now evaluated again. If it is true, the loop executes and the process repeats itself (body of loop, then update step, then Boolean expression). After the Boolean expression is false, the for loop terminates **Program N0. 48**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | } | System.out.println("i = " + i); |
| } | } |  |  |

## Enhanced for loop in Java

|  |
| --- |
| **Syntax:**  for(declaration : expression)  {  //Statements  } |

* As of Java 5, the enhanced for loop was introduced. This is mainly used for Arrays.
* **Declaration:** The newly declared block variable, which is of a type compatible with the elements of the array you are accessing. The variable will be available within the for block and its value would be the same as the current array element.
* **Expression:** This evaluates to the array you need to loop through.

The expression can be an array variable or method call that returns an array.

|  |
| --- |
| **Enhanced For loop Demo** |
| public class ForDemo\_49{  public static void main(String[] args)  {  System.out.println("\n\t Command line arguments are :");    for(String item : args)  {  System.out.println(item);  }  }  } |
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### The break Keyword

▪ The break keyword is used to stop the entire loop. The break keyword must be used inside any loop or a switch

![A diagram of a break
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statement.

|  |
| --- |
| **Break Statement** |
|  |
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## The continue Keyword

▪ The continue keyword can be used in any of the loop control structures. It causes the loop to immediately jump to the next iteration of the loop

![A diagram of a break

Description automatically generated](data:image/jpeg;base64,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)

|  |
| --- |
| **Continue Statement** |
| /\* Java49. WAP to display the numbers upto 100 by using continue keyword to continue or break \*/    import java.util.Scanner; class Java49  {  public static void main(String []args)  {  Scanner scan = new Scanner(System.in);    int cnt,i;  String result;    cnt=0;  for(i=1;i<=100;i++)  {  System.out.print(" " + i);  cnt++;  if(cnt==10)  {  cnt=0;  System.out.println("\n\t Do you to Continue  [yes/no] :");  result = scan.next();    if(result.equals("yes"))  {  continue;  } else  {  break;  }  }  }  }  } |

Program N0.

51